Data formatting JSON, XML, YAML, GeoJSON, BSON, Google Protobuf

JSON (JavaScript Object Notation)

Пример:

{

"glossary": {

"title": "example glossary",

"GlossDiv": {

"title": "S",

"GlossList": {

"GlossEntry": {

"ID": "SGML",

"SortAs": "SGML",

"GlossTerm": "Standard Generalized Markup Language",

"Acronym": "SGML",

"Abbrev": "ISO 8879:1986",

"GlossDef": {

"para": "A meta-markup language, used to create markup languages",

"GlossSeeAlso": ["GML", "XML"]

},

"GlossSee": "markup"

}

}

}

}

}

***Что такое JSON?***

JSON - простой, основанный на использовании текста, способ хранить и передавать структурированные данные.

JSON имеет следующие преимущества:

* Он компактен.
* Его предложения легко читаются и составляются как человеком, так и компьютером.
* Его легко преобразовать в структуру данных для большинства языков программирования (числа, строки, логические переменные, массивы и так далее)
* Многие языки программирования имеют функции и библиотеки для чтения и создания структур JSON.

Данные в формате JSON (RFC 4627) представляют собой:

- JavaScript-объекты { ... } или

- Массивы [ ... ] или

- Значения одного из типов:

- строки в двойных кавычках,

- число,

- логическое значение true/false,

- null.

Почти все языки программирования имеют библиотеки для преобразования объектов в формат JSON.

***Для чего используется JSON?***

Наиболее частое распространенное использование JSON - пересылка данных от сервера к браузеру. Обычно данные JSON доставляются с помощью AJAX, который позволяет обмениваться данными браузеру и серверу без необходимости перезагружать страницу.

Также можно использовать JSON для отправки данных от браузера на сервер, передавая строку JSON в качестве параметра запросов GET или POST. Но данный метод имеет меньшее распространение, так как передача данных через запросы AJAX может быть упрощена. Например, ID продукта может быть включен в адрес URL как часть запроса GET.

***Как работать с JSON?***

Библиотека jQuery имеет несколько методов, например, getJSON() и parseJSON(), которые упрощают получение данных с помощью JSON через запросы AJAX.

Основные методы для работы с JSON в JavaScript — это:

* JSON.parse — читает объекты из строки в формате JSON.
* JSON.stringify — превращает объекты в строку в формате JSON, используется, когда нужно из JavaScript передать данные по сети.

[***Метод JSON.parse***](https://learn.javascript.ru/json#метод-json-parse)

Вызов JSON.parse(str) превратит строку с данными в формате JSON в JavaScript-объект/массив/значение.

***Например:***

var numbers = "[0, 1, 2, 3]";

numbers = JSON.parse(numbers);

alert( numbers[1] ); // 1

var user = '{ "name": "Вася", "age": 35, "isAdmin": false, "friends": [0,1,2,3] }';

user = JSON.parse(user);

alert( user.friends[1] ); // 1

***JSON-объекты ≠ JavaScript-объекты***

Объекты в формате JSON похожи на обычные JavaScript-объекты, но отличаются от них более строгими требованиями к строкам — они должны быть именно в двойных кавычках.

В частности, первые два свойства объекта ниже — некорректны:

{

name: "Вася", // ошибка: ключ name без кавычек!

"surname": 'Петров',// ошибка: одинарные кавычки у значения 'Петров'!

"age": 35 // .. а тут всё в порядке.

"isAdmin": false // и тут тоже всё ок

}

В формате JSON не поддерживаются комментарии. Он предназначен только для передачи данных. Есть нестандартное расширение формата JSON, которое называется JSON5 и как раз разрешает ключи без кавычек, комментарии и т.п, как в обычном JavaScript. На данном этапе, это отдельная библиотека.

Для интеллектуального восстановления из строки у ***JSON.parse(str, reviver)*** есть второй параметр ***reviver***, который является функцией function(key, value).

Если она указана, то в процессе чтения объекта из строки JSON.parse передаёт ей по очереди все создаваемые пары ключ-значение и может возвратить либо преобразованное значение, либо undefined, если его нужно пропустить.

В данном случае мы можем создать правило, что ключ date всегда означает дату:

// дата в строке - в формате UTC

var str = '{"title":"Конференция","date":"2014-11-30T12:00:00.000Z"}';

var event = JSON.parse(str, function(key, value) {

if (key == 'date') return new Date(value);

return value;

});

alert( event.date.getDate() ); // теперь сработает!

***Сериализация, метод JSON.stringify***

Метод JSON.stringify(value, replacer, space) преобразует («сериализует») значение в JSON-строку.

var event = {

title: "Конференция",

date: "сегодня"

};

var str = JSON.stringify(event);

alert( str ); // {"title":"Конференция","date":"сегодня"}

// Обратное преобразование.

event = JSON.parse(str);

Во втором параметре JSON.stringify(value, replacer) ***можно указать массив свойств, которые подлежат сериализации.***

var user = {

name: "Вася",

age: 25,

window: window

};

alert( JSON.stringify(user, ["name", "age"]) );

// {"name":"Вася","age":25}

***Красивое форматирование***

В методе JSON.stringify(value, replacer, space) есть ещё третий параметр space. Если он является числом — то уровни вложенности в JSON оформляются указанным количеством пробелов, если строкой — вставляется эта строка.

var user = {

name: "Вася",

age: 25,

roles: {

isAdmin: false,

isEditor: true

}

};

var str = JSON.stringify(user, "", 4);

alert( str );

/\* Результат -- красиво сериализованный объект:

{

"name": "Вася",

"age": 25,

"roles": {

"isAdmin": false,

"isEditor": true

}

}

\*/

XML( *e****X****tensible****M****arkup****L****anguage* — расширяемый язык разметки)

Этот язык получил в название «расширяемость» за возможность создавать собственную разметку, которая будет приспособлена разработчиками к тем или иным особенностям сайта, будучи ограниченным лишь синтаксическими правилами языка.

XML решает ряд проблем, которые не решает HTML, например:

- Представление документов любого (не только текстового) типа, например, музыки, математических уравнений и т.д.

- Сортировка, фильтрация и поиск информации.

- Представление информации в структурированном (иерархическом) виде.

Документ XML разбивается на**пролог**и**корневой** элемент.

[![xml code](data:image/png;base64,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)](http://testing.biz.ua/wp-content/uploads/2015/05/xml-1.png)

Символы разметки в XML используются такие же, как и для HTML:

разметка всегда начинается символом **«<«** и заканчивается символом **«>».**Также важную роль играет апмперсанд **«&»**, который позволяет выполнить замену при помощи сущностей (например символ **«<»**следует писать в коде как **«&lt»,**а символ**«&»**как **«&amp»** и т.д.). Для употребления апострофа и кавычек также нужно использовать соответствующие сущности. Правила замены символов на сущности, которыми они обозначаются, выполняется во всем документе, кроме секций «CDATA».

***Простейший XML-документ состоит из двух частей***: пролога и корневого элемента. Пролог содержит объявление XML, указывающее на то, что это XML-документ, и содержит номер версии XML.

Пролог может также содержать необязательные компоненты:

* Объявление типа документа.
* Одну или несколько инструкций по обработке.

***Обязательным в объявлении*** является указание версии языка и может указываться информация о кодировке.

<?xml version="1.1" encoding="UTF-8" ?>

В прологе объявляется и **тип документа**. Для этого используется специальная инструкция !DOCTYPE, которая при помощи языка DTD позволяет задать какие элементы входят в документ, их атрибуты, сущности, которые могут использоваться. Также при помощи объявления типа документа можно описывать его содержание и логическую структуру.

<?xml version="1.0"?>

<!DOCTYPE greeting SYSTEM "hello.dtd">

<greeting>Hello, world!</greeting>

###### ***Корневой элемент XML.***

**Корневой элемент** является частью логической структуры документа и включает в себя вложенные элементы, границы которых представляются начальным(<..>) и конечным тегами(</..>). Элемент также может быть представлен пустым тегом(<…/>) и не включать в себя другие элементы или символьные данные. Как и в HTML, в XML атрибуты могут быть указаны только в начальном теге или теге пустого элемента.

<?xml version="1.0" encoding="utf-8"?>

<!DOCTYPE recipe>

<recipe name="хлеб" preptime="5min" cooktime="180min">

<title>

Простой хлеб

</title>

<composition>

<ingredient amount="3" unit="стакан">Мука</ingredient>

<ingredient amount="0.25" unit="грамм">Дрожжи</ingredient>

<ingredient amount="1.5" unit="стакан">Тёплая вода</ingredient>

<ingredient amount="1" unit="чайная ложка">Соль</ingredient>

</composition>

<instructions>

<step>

Смешать все ингредиенты и тщательно замесить.

</step>

<step>

Закрыть тканью и оставить на один час в тёплом помещении.

</step>

<!--

<step>

Почитать вчерашнюю газету.

</step>

- это сомнительный шаг...

-->

<step>

Замесить ещё раз, положить на противень и поставить в духовку.

</step>

</instructions>

</recipe>

В зависимости от уровня соответствия стандартам документ может быть "верно сформированным" ("well-formed"), либо "валидным" ("valid").

***Основные правила создания верно сформированного ("well-formed") документа:***

- Документы XML должны соответствовать всем правилам синтаксиса языка*,* иначе это не будет считаться документом XML.

- Все XML элементы должны иметь закрывающийся тег (в HTML есть некоторые теги, которые не требуют закрытия).

- Теги XML чувствительны к регистру.

- Все элементы обязаны соблюдать корректную вложенность.

- XML документ должен обязательно иметь один корневой элемент

- Значение всех атрибутов обязательно заключается в кавычки.

- Помнить о замене специальных знаков(<,>,&,’,») сущностями XML.

- В XML- документе сохраняются все пробельные символы (в отличии от HTML).

XML-документ можно набрать в любом текстовом редакторе, сохранив документ как текстовый файл с расширением .xml. В дальнейшем такой документ будет открываться двойным щелчком в Internet Explorer.

***Создание валидных ("valid") XML-документов***

Валидным (valid) называется корректно сформированный (well-formed) документ, отвечающий двум дополнительным требованиям:

* Пролог документа должен содержать определение типа документа (DTD - Document Type Definition), задающее структуру документа.
* Оставшаяся часть документа должна отвечать структуре, заданной в DTD.

Любое отклонение от требований корректности формирования (well-formed) считается фатальной ошибкой (fatal error). Если XML-процессор сталкивается с фатальной ошибкой, он останавливает обработку документа и не пытается её возобновить. Отклонение от требований валидности (valid) считается лишь ошибкой (error). Если XML-процессор сталкивается с ошибкой, он может просто выдать сообщение о ней и продолжить обработку.

Объявление типа документа (DTD) представляет собой блок разметки, который вы должны добавить в пролог XML-документа, и имеет следующую форму записи:

<!DOCTYPE Имя DTD>

DTD может содержать следующие типы объявлений разметки:

* Объявления типов элементов, которые может содержать документ, их содержимое и порядок следования.
* Объявления списков атрибутов, которые могут быть использованы с определёнными типами элементов, типы данных атрибутов и значения атрибутов по умолчанию.
* Объявления примитивов для хранения часто используемых фрагментов текста или для встраивания не относящихся к XML данных в ваш документ.
* Объявления нотаций, которые описывают форматы данных или идентифицируют программу, используемую для обработки определённого формата.
* Инструкции по обработке.
* Комментарии.
* Ссылки на параметрические примитивы. Любой из приведённых выше компонентов может содержаться внутри параметрического примитива и добавляться путём ссылки на параметрический примитив.

YAML

***YAML («YAML — Не язык разметки»)*** — «дружественный» формат сериализации данных, концептуально близкий к языкам разметки, но ориентированный на удобство ввода-вывода типичных структур данных многих языков программирования.

YAML – это обычный текстовый файл, с древовидной разметкой для хранения данных. Вложенность веток “регулируется” некоторым количеством пробелов перед наименованием параметра или данными (если они не умещаются в одну строку).

# Это комментарий. Он вообще игнорируется и нужен лишь человеку, а не машине))

Item-1:

  Sub-Item-1: "обычная строка/текст"

  Sub-Item-2: #массив

      - array-item-1

      - array-item-2

Item-2:

  Sub-Item-1:

      Sub-sub-Item-1: false

  Sub-Item-2: 5678

Item-3:

  Sub-Item-1: true

  Sub-Item-2: |

     Много

            строчный

      текст

  Sub-Item-3: [array-item-1, array-item-2, array-item-3] #массив

Item-4: Hello world

Item-5: Free public

Как можно заметить, в этом примере приведены следующие типы данных: строка(String), массив(Array), число(Integer) и логическое значение(Boolean).

Каждый новый подпункт должен иметь перед собой хотя бы на 1 пробел больше, чем у предыдущего пункта (принято ставить 2-4 пробела).

Массивы, как видно, можно записывать двумя способами: по пунктам или через запятую. Разницы никакой нет. Вы сами выбираете, какой вариант удобнее. Многострочный текст объявляется вертикальной чертой “|” и записывается как новая ветка, с пробелами в начале.

YAML более человекочитаем чем JSON, но из-за этого он теряет в производительности.

GeoJSON

***GeoJSON*** - формат представления различных структур географических данных.

GeoJSON поддерживает следующие ***геометрические типы***:

* Point (точка),
* LineString (ломаная),
* Polygon (полигон),
* MultiPoint (мультиточка),
* MultiLineString (мультиломаная),
* MultiPolygon (мультиполигон)
* GeometryCollection (коллекция геометрий).

Объект (feature) в GeoJSON состоит из геометрии и дополнительных свойств, коллекция объектов (feature collection) – из набора объектов (feature).

в GeoJSON существует иерархия объектов вида GeoJSON

Object => feature collection => feature => geometry.

условимся называть GeoJSON Object – объект GeoJSON, feature collection – коллекция элементарных объектов, feature – элементарный объект, geometry – геометрия.

В GeoJSON объект состоит из набора пар ключ/значение, также называемых свойствами. Имя каждого свойства – строка. Значение свойства может представлять собой строку, число, объект, массив или один из литералов: «true», «false» и «null». Массив состоит из элементов, где каждый элемент может принимать одно из значений, описанных выше.

Коллекция элементарных объектов GeoJSON:

{ "type": "FeatureCollection",

"features": [

{ "type": "Feature",

"geometry": {"type": "Point", "coordinates": [102.0, 0.5]},

"properties": {"prop0": "value0"}

},

{ "type": "Feature",

"geometry": {

"type": "LineString",

"coordinates": [

[102.0, 0.0], [103.0, 1.0], [104.0, 0.0], [105.0, 1.0]

]

},

"properties": {

"prop0": "value0",

"prop1": 0.0

}

},

{ "type": "Feature",

"geometry": {

"type": "Polygon",

"coordinates": [

[ [100.0, 0.0], [101.0, 0.0], [101.0, 1.0],

[100.0, 1.0], [100.0, 0.0] ]

]

},

"properties": {

"prop0": "value0",

"prop1": {"this": "that"}

}

}

]

}

## *Объекты GeoJSON*

* GeoJSON всегда представляет собой единственную сущность: геометрию, элементарный объект или коллекцию элементарных объектов.
* Объект GeoJSON может иметь произвольное количество свойств (пар ключ/значение).
* Объект GeoJSON должен иметь свойство «type». Значение этого свойства – строка, содержащая тип объекта GeoJSON.
* Значение свойства «type» должно принимать одно из следующих значений: «Point», «MultiPoint», «LineString», «MultiLineString», «Polygon», «MultiPolygon», «GeometryCollection», «Feature» или «FeatureCollection». Регистр символов значения поля «type» имеет значение.
* Объект GeoJSON может иметь необязательное свойство «crs», значение которого должно содержать объект системы координат Объект GeoJSON может иметь свойство «bbox», значение которого представляет массив координат вершин ограничивающего прямоугольника

***Геометрия***

Геометрия – это объект GeoJSON, для которого в качестве значения свойства «type» используется одна из строк: «Point», «MultiPoint», «LineString», «MultiLineString», «Polygon», «MultiPolygon» или «GeometryCollection».

Все геометрии, тип которых отличен от «Geometry Collection», должны иметь свойство «coordinates». Значение данного свойства всегда представляет собой массив. Структура элементов массива определяется типом геометрии.

#### **Координаты**

Координаты – фундаментальная геометрическая концепция. Свойство «coordinates» объекта геометрия состоит из пары/триплета координат (в случае геометрии типа «Point»), массива координат (объекты типа «LineString» или «MultiPoint»), массива массивов координат (объекты типа «Polygons», «MultiLineStrings») или многомерного массива координат (объекты типа «MultiPolygon»).

Координаты определяются массивом чисел. Этот массив должен содержать минимум два элемента, но их может быть больше. Порядок элементов должен быть следующим: x, y, z (для данных, находящихся в прямоугольной системе координат - смещение на восток, смещение на север, высота, для данных, находящихся в географической системе координат – долгота, широта, высота). Допускается введение дополнительных элементов, однако их интерпретация выходит за рамки данной спецификации.

#### Point

Для объектов типа «Point» свойство «coordinates» должно содержать одну пару/триплет координат.

#### MultiPoint

Для объектов типа «MultiPoint» свойство «coordinates» должно содержать массив пар/триплетов координат.

#### LineString

Для объектов типа «LineString» свойство «coordinates» должно содержать массив из двух и более пар/триплетов. Тип «LinearRing» - это замкнутый «LineString», содержащий 4 и более пар/триплетов координат. Первая и последня пара/триплет эквивалентны (представлены одинаковыми точками). Хотя тип «LinearRing» явно не входит в список типов геометрий, он используется при описании типа «Polygon».

#### MultiLineString

Для объектов типа «MultiLineString» свойство «coordinates» должно содержать массив массивов пар/триплетов координат «LineString».

#### Polygon

Для объектов типа «Polygon» свойство «coordinates» должно содержать массив массивов пар/триплетов координат «LinearRing». Для полигонов с несколькими кольцами первым должно идти описание внешнего кольца и только затем внутренних, или дырок.

#### MultiPolygon

Для объектов типа «MultiPolygon» свойство «coordinates» должно содержать массив массивов пар/триплетов координат «Polygon».

#### GeometryCollection

Объект типа «GeometryCollection» - это геометрия, представляющая коллекцию других геометрий. Такая коллекция должна содержать свойство с именем «geometries». Значение данного свойства - массив. Каждый элемент этого массива представляет собой геометрию.

## Примеры геометрий

Каждый из приведенных далее примеров представляет собой законченный GeoJSON объект. Отметим, что не обрамленные в кавычки пробелы в JSON не принципиальны. Пробелы использованы в примерах для наглядности представления структуры данных и не являются обязательными.

### Point

Координаты объекта Point идут в порядке x, y (смещение на восток, смещение на север для прямоугольных систем координат и долгота, широта для географических системы координат):

{ "type": "Point", "coordinates": [100.0, 0.0] }

### LineString

Координаты LineString – массив пар/триплетов координат

{ "type": "LineString",

"coordinates": [ [100.0, 0.0], [101.0, 1.0] ]

}

Polygon

Координаты Polygon – массив массивов пар/триплетов координат LinearRing. Первый элемент массива описывает внешнее кольцо. Последующие элементы описывают внутренние кольца (дырки).

Без дырок:

{ "type": "Polygon",

"coordinates": [

[ [100.0, 0.0], [101.0, 0.0], [101.0, 1.0], [100.0, 1.0], [100.0, 0.0] ]

]

}

С дыркой:

{ "type": "Polygon",

"coordinates": [

[ [100.0, 0.0], [101.0, 0.0], [101.0, 1.0], [100.0, 1.0], [100.0, 0.0] ],

[ [100.2, 0.2], [100.8, 0.2], [100.8, 0.8], [100.2, 0.8], [100.2, 0.2] ]

]

}

GeometryCollection

Каждый элемент в массиве GeometryCollection – геометрия:

{ "type": "GeometryCollection",

"geometries": [

{ "type": "Point",

"coordinates": [100.0, 0.0]

},

{ "type": "LineString",

"coordinates": [ [101.0, 0.0], [102.0, 1.0] ]

}

]

}

BSON

BSON - бинарный JSON.

BSON это расширение JSON которое позволяет хранить данные в различных форматах: дата и время, бинарные данные и т.п.

В основном BSON используется в проекте MongoDB (документо ориентированная база данных) для передачи и хранения документов.

Преимущества BSON:

- Маловесный (важно т.к. используется для передачи данных по сети)

- Удобен для травестинга (необходимо т.к. он используется для представления данных в МонгоДБ)

- Эффективный (Удобно конвертировать в/из него)

BSON объект представляет из себя упорядоченный список элементов, каждый элемент содержит название поля, типа и значения. Название поля – строка.

Поле может быть таких типов:

- string;

- integer (32- or 64-bit);

- double (64-bit IEEE 754 floating point number);

- date (integer number of milliseconds since the Unix epoch);

- byte array (binary data);

- boolean (true and false);

- null;

- BSON object;

- BSON array.

Документ hello="world" будет представлен в виде:

Bson:

\x16\x00\x00\x00 // ***total document size***

\x02 // 0x02 = ***type*** String

hello\x00 // ***field name***

\x06\x00\x00\x00world\x00 // ***field value***

\x00 // 0x00 = ***type EOO*** ('end of object')

BSON можно сравнить с бинарным форматом передачи данных Proto­col Buf­fers.

BSON более "schema-less" чем Proto­col Buf­fers, что дает ему преимущество в гибкости, но недостаток в эффективности распределения места.

Google Protobuf

Protocol buffers это гибкий, эффективный, автоматизированный механизм для сериализации структурированных данных – как XML, только меньше, быстрее и проще.

Структура данных определяется единожды, после чего можно пользоваться сгенерированными классами для легкого доступа к чтению/записи структур данных из различных потоков, используя различные языки программирования. Так же можно изменять структуру данных без нарушения развертывания программ которые собраны со “старой” структурой данных.

Технология Protocol buffers была спроектирована для таких требований:

- Новые поля можно легко добавить, и промежуточным серверам не требуется проверять данные, они могут просто разбирать их и отправлять дальше, без необходимости знать все поля;

- Формат более самоописуем, и может использоваться для разных языков (C++, Java и т.д.).Тем не менее, пользователям по-прежнему проходилось в ручную писать код разбора данных. Однако, так как система развивалась, она приобрела ряд других особенностей и областей применения:

- Автоматически генерируемый код для сериализации/десериализации для отказа от ручного разбора данных;

- Помимо того, что основное использование это короткоживущие RPC (Remote Procedure Call) запросы, люди начали использовать protocol buffer как удобный самоописуемый формат для постоянного хранения данных (например в Bigtable);

- Серверные RPC интерфейсы начали объявлять как часть файла протокола, благодаря сгенерированным компилятором классам-заглушкам пользователи могут переопределять их фактической реализацией интерфейса сервера.

Protocol buffers сейчас – это гугловская lingua franca для данных – на время написания, было определено 48 162 различных типов сообщений, а в Google code содержится 12 183 .proto файлов. Они используются как в RPC системах, так и в различных системах хранения данных.

***Как это работает?***

Вы определяете структуру информации для сериализации посредством описания фомата сообщения protocol buffer в .proto файле. Каждое сообщение protocol buffer это небольшая логическая запись информации, содержащая серию пар имя-значение. Ниже представлен простой пример .proto файла, определяющего сообщение содержащее информацию о человеке:

message Person {   
required string name = 1;   
required int32 id = 2;   
optional string email = 3;   
  
enum PhoneType {   
MOBILE = 0;   
HOME = 1;   
WORK = 2;   
}   
  
message PhoneNumber {   
required string number = 1;   
optional PhoneType type = 2 [default = HOME];   
}   
  
repeated PhoneNumber phone = 4;   
} 

Как можно увидеть, формат сообщения прост – каждое сообщение имеет одно или несколько уникальных нумерованных полей, а каждое поле имеет имя и тип сообщения, где тип сообщения может быть численным (целочисленным или числом с плавающей точкой), логическим, строковым, бинарным или даже (как в вышеприведенном примере) типом описанным в другом .proto файле, что позволяет создавать иерархическую структуру данных. Вы можете определять необязательные, необходимые и повторяющиеся поля. Вы можете найти больше информации о написании .proto файлов в руководстве по языку Protocol Buffer.   
После определения сообщений, необходимо запустить предназначенный для вашего языка программирования компилятор protocol buffer, который на основе .proto файлов создаст классы доступа к данным. Они предоставляют простой доступ к каждому полю (например query() и set\_query()), а так же методы сериализации/разбора всей структуры в/из бинарных данных.

Вы можете добавить новые поля в ваше сообщение без нарушения обратной совместимости; старые бинарники просто игнорируют поля при парсинге. Так что если у вас есть протокол коммуникации который использует protocol buffers как формат передачи данных, вы можете расширять ваш протокол без боязни сломать, что либо в существующем коде. 

***Почему бы просто не использовать XML?*** 

Protocol buffers имеет множество преимуществ перед XML как способа сериализации данных. Protocol buffers: 

* проще;  
  - имеет от 3 до 10 раз меньший размер;
* от 20 до 100 раз быстрее;
* более однозначный;

- генерируемые классы доступа к данным проще для использования в коде.  
  
Например, вы хотите создать модель “человек” с полями name и email. В XML, вам пришлось бы написать нечто подобное:

*<person>   
<name>John Doe</name>   
<email>jdoe@example.com</email>   
</person>* 

в то же время соответствующее сообщение protocol buffer (в текстовом формате protocol buffer) выглядит так:

# Текстовое представление сообщения protocol buffer.   
# Это \*не\* бинарный формат использующийся при передаче.   
person {   
name: "John Doe"   
email: "jdoe@example.com"   
} 

Когда данное сообщение кодируется в бинарном формате protocol buffer (текстовый формат приведенный выше, он является простой и понятой для человека формой представления данных для отладки и редактирования), которое будет занимать около 28 байт, а разбор будет производиться примерно за 100-200 наносекунд. XML версия данного сообщения будет занимать 69 байт(если удалить пробелы), а разбор будет проходить примерно за 5 000 – 10 000 наносекунд.

### When Is JSON A Better Fit?

- You need or want data to be human readable

- Data from the service is directly consumed by a web browser

- Your server side application is written in JavaScript

- You aren’t prepared to tie the data model to a schema

- You don’t have the bandwidth to add another tool to your arsenal

- The operational burden of running a different kind of network service is too great

Однако, protocol buffers не всегда лучшее решение чем XML – для модели текстового документа с разметкой (например HTML) protocol buffers будет проигрывать XML, так как у вас не выйдет легко чередовать структуры данных с текстом. В дополнение к этому XML – это понятная для человека форма просмотра и редактирования данных, в то время как protocol buffers, в своем исходном (бинарном) формате – нет. XML – так же в некоторой степени самоописуемый, в то время как protocol buffer имеет смысл использовать, только если есть определенный формат сообщения (.proto файл).   
  
Официальный protobuf поддерживает только only Java, C++, and Python

Для того чтоб использовать их с джаваскриптом, нужно использовать

Protobuf.js: <https://github.com/dcodeIO/ProtoBuf.js> (!)

protobuf-js: <http://code.google.com/p/protobuf-js/>

protojs: <http://github.com/sirikata/protojs>

Links

https://learn.javascript.ru/json